# **Introducción a Python**

Parte de este capítulo se basa en tutoriales por Geek Girls Carrots (<http://django.carrots.pl/>).

¡Vamos a escribir algo de código!

## **El prompt de Python**

Para lectores en casa: esta parte está cubierta en el video [Python Basics: Integers, Strings, Lists, Variables and Errors](https://www.youtube.com/watch?v=MO63L4s-20U) (en Inglés).

Para empezar a jugar con Python, tenemos que abrir una *línea de comandos* en nuestra computadora. Deberías saber cómo hacerlo, lo aprendiste en el capítulo de Introducción a la línea de comandos.

Una vez que estés listo, sigue las siguientes instrucciones.

Queremos abrir una consola de Python, así que escribe python en Windows o python3 en Mac OS/Linux y pulsa intro.

$ python3  
Python 3.6.1 (...)  
Type "help", "copyright", "credits" or "license" for more information.  
>>>

## **¡Tu primer comando en Python!**

Después de ejecutar el comando de Python, el cursor cambia a >>>. Para nosotros esto significa que por ahora sólo podemos utilizar comandos en el lenguaje Python. No tienes que escribir el >>> - Python lo hará por ti.

Si deseas salir de la consola de Python en cualquier momento, simplemente escribe exit() o usa el atajo Ctrl + Z para Windows y Ctrl + D para Mac/Linux. Luego no verás más >>>.

Por ahora no queremos salir de la consola de Python. Queremos aprender más sobre ella. Empecemos con algo muy sencillo. Por ejemplo, intenta escribir algo matemático, como 2 + 3 y presiona intro.

>>> 2 + 3  
5

¡Bien! ¿Ves como salió la respuesta? ¡Python sabe matemáticas! Podrías intentar otros comandos como:

* 4 \* 5
* 5 - 1
* 40 / 2

Para realizar cálculos exponenciales, por ejemplo, 2 a la potencia de 3, escribimos:

>>> 2 \*\* 3  
8

Diviértete con esto por un momento y luego vuelve aquí :).

Como puedes ver, Python es una gran calculadora. Si te estás preguntando qué más puede hacer...

## **Cadenas de caracteres**

¿Cuál es tu nombre? Escribe tu nombre de pila entre comillas así:

>>> "Melissa"  
'Melissa'

¡Has creado tu primera cadena! Es una secuencia de caracteres que puede ser procesada por una computadora. Una cadena, "string" en inglés, siempre debe comenzar y terminar con el mismo carácter. Pueden ser comillas simples (') o dobles (") (¡no hay diferencia!) Las comillas le dicen a Python que lo que está dentro de ellas es una cadena.

Las cadenas pueden ser concatenadas. Prueba esto:

>>> "Hi there " + "Melissa"  
'Hi there Melissa'

También puedes multiplicar las cadenas por un número:

>>> "Melissa" \* 3  
'MelissaMelissaMelissa'

Si necesitas poner un apóstrofe dentro de la cadena, tienes dos formas de hacerlo.

Usar comillas dobles:

>>> "Runnin' down the hill"  
"Runnin' down the hill"

o escapar el apóstrofe con una barra invertida (\):

>>> 'Runnin\' down the hill'  
"Runnin' down the hill"

Bien, ¿eh? Para ver tu nombre en letras mayúsculas, simplemente escribe:

>>> "Melissa".upper()  
'MELISSA'

¡Acabas de usar la **función** upper sobre tu cadena! Una función (como upper()) es un conjunto de instrucciones que Python tiene que realizar sobre un objeto determinado ("Melissa") una vez que se llama.

Si quisieras saber el número de letras que contiene tu nombre, ¡también hay una **función** para eso!

>>> len("Melissa")  
7

Te preguntarás por qué a veces se llama a las funciones con un . al final de una cadena (como "Melissa".upper()) y a veces se llama a una función y colocas la cadena entre paréntesis. Bueno, en algunos casos las funciones pertenecen a objetos, como upper(), que sólo puede ser utilizado sobre cadenas (upper() es una función de los objetos string). En este caso, llamamos **método** a esta función. Otra veces, las funciones no pertenecen a ningún objeto específico y pueden ser usados en diferentes objetos, como len(). Esta es la razón de por qué estamos pasando "Melissa" como un parámetro a la función len.

### **Resumen**

Ok, suficiente sobre las cadenas. Hasta ahora has aprendido sobre:

* **la terminal** - teclear comandos (código) dentro de la terminal de Python resulta en respuestas de Python
* **números y strings** - en Python los números son usados para matemáticas y strings para objetos de texto
* **operadores** - como + y \*, combina valores para producir uno nuevo
* **funciones** - como upper() y len(), realizan opciones sobre los objetos.

Estos son los conocimientos básicos que puedes aprender de cualquier lenguaje de programación. ¿Listo para algo un poco más difícil? ¡Apostamos que lo estás!

## **Errores**

Vamos a intentar algo nuevo. ¿Podemos obtener la longitud de un número de la misma manera que pudimos averiguar la longitud de nuestro nombre? Escribe len(304023) y pulsa intro:

>>> len(304023)  
Traceback (most recent call last):  
 File "<stdin>", line 1, in <module>  
TypeError: object of type 'int' has no len()

¡Tenemos nuestro primer error! Dice que los objetos de tipo "int" (números enteros) no tienen longitud. ¿Qué podemos hacer ahora? ¿Quizá podamos escribir el número como una cadena? Las cadenas tienen longitud, ¿verdad?

>>> len(str(304023))  
6

¡Funcionó! Hemos utilizado la función str dentro de la función len. str() que convierte todo en cadenas.

* La función str convierte cosas en cadenas, **strings**
* La función int convierte cosas en enteros, **integers**

Importante: podemos convertir números en texto, pero no podemos necesariamente convertir texto en números - ¿qué sería int('hello')?

## 

## **Variables**

Un concepto importante en programación son las variables. Una variable no es más que un nombre para alguno de forma que puedas usarlo más tarde. Los programadores usan estas variables para almacenar datos, hacer su código más legible y para no tener que recordar qué es cada cosa.

Supongamos que queremos crear una nueva variable llamada name:

>>> name = "Melissa"

¿Ves? ¡Es fácil! Es simplemente: name equivale a Melissa.

Como habrás notado, el programa no devuelve nada como lo hacía antes. ¿Cómo sabemos que la variable existe realmente? Simplemente escribe name y pulsa intro:

>>> name  
'Ola'

¡Genial! ¡Tu primera variable :)! Siempre puedes cambiar a lo que se refiere:

>>> name = "Sonja"  
>>> name  
'Sonja'

También puedes usarla dentro de funciones:

>>> len(name)  
5

Increíble, ¿verdad? Por supuesto, las variables pueden ser cualquier cosa, ¡también números! Prueba esto:

>>> a = 4  
>>> b = 6  
>>> a \* b  
24

Pero ¿qué pasa si usamos el nombre equivocado? ¿Puedes adivinar qué pasaría? ¡Vamos a probar!

>>> city = "Tokyo"  
>>> ctiy  
Traceback (most recent call last):  
 File "<stdin>", line 1, in <module>  
NameError: name 'ctiy' is not defined

¡Un error! Como puedes ver, Python tiene diferentes tipos de errores y este se llama **NameError**. Python te dará este error si intentas utilizar una variable que no ha sido definida aún. Si más adelante te encuentras con este error, verifica tu código para ver si no has escrito mal una variable.

¡Juega con esto un rato y descubre qué puedes hacer!

## **La función print**

Intenta esto:

>>> name = 'Maria'  
>>> name  
'Maria'  
>>> print(name)  
Maria

Cuando sólo escribes name, el intérprete de Python responde con la *representación* en forma de cadena de la variable 'name', que son las letras M-a-r-i-a, rodeadas de comillas simples ''. Cuando dices print(name), Python va a "imprimir" el contenido de la variable a la pantalla, sin las comillas, que es más claro.

Como veremos después, print() también es útil cuando queremos imprimir cosas desde adentro de las funciones, o bien cuando queremos imprimir cosas en múltiples líneas.

## **Listas**

Además de cadenas y enteros, Python tiene toda clase de tipos de objetos diferentes. Ahora vamos a introducir uno llamado **list**. Las listas son exactamente lo que piensas que son: objetos que son listas de otros objetos :)

Anímate y crea una lista:

>>> []  
[]

Sí, esta lista está vacía. No es muy útil, ¿verdad? Vamos a crear una lista de números de lotería. No queremos repetir todo el tiempo, así que la pondremos también en una variable:

>>> lottery = [3, 42, 12, 19, 30, 59]

Muy bien, ¡tenemos una lista! ¿Qué podemos hacer con ella? Vamos a ver cuántos números de lotería hay en la lista. ¿Tienes alguna idea de qué función deberías usar para eso? ¡Ya lo sabes!

>>> len(lottery)  
6

¡Sí! len() puede darte el número de objetos en una lista. Útil, ¿verdad? Tal vez la ordenemos ahora:

>>> lottery.sort()

No devuelve nada, sólo ha cambiado el orden en que los números aparecen en la lista. Vamos a imprimirla otra vez y ver que ha pasado:

>>> print(lottery)  
[3, 12, 19, 30, 42, 59]

Como puedes ver, los números de tu lista ahora están ordenados de menor a mayor. ¡Felicidades!

¿Te gustaría invertir ese orden? ¡Vamos a hacerlo!

>>> lottery.reverse()  
>>> print(lottery)  
[59, 42, 30, 19, 12, 3]

Fácil, ¿no? Si quieres agregar algo a tu lista, puedes hacerlo escribiendo este comando:

>>> lottery.append(199)  
>>> print(lottery)  
[59, 42, 30, 19, 12, 3, 199]

Si deseas mostrar sólo el primer número, puedes hacerlo mediante el uso de **indexes** (en español, índices). Un índice es el número que te dice dónde en una lista aparece un ítem. Los programadores prefieren comenzar a contar desde 0, por lo tanto el primer objeto en tu lista está en el indice 0, el próximo está en el 1, y así sucesivamente. Intenta esto:

>>> print(lottery[0])  
59  
>>> print(lottery[1])  
42

Como puedes ver, puedes acceder a diferentes objetos en tu lista utilizando el nombre de la lista y el índice del objeto dentro de corchetes.

Para borrar algo de tu lista necesitas usar **indices** como aprendimos anteriormente y el método pop(). Vamos a ver un ejemplo y reforzar lo que aprendimos anteriormente; vamos a borrar el primer número de nuestra lista.

>>> print(lottery)  
[59, 42, 30, 19, 12, 3, 199]  
>>> print(lottery[0])  
59  
>>> lottery.pop(0)  
59  
>>> print(lottery)  
[42, 30, 19, 12, 3, 199]

¡Funcionó de maravilla!

Para diversión adicional, prueba algunos otros índices: 6, 7, 1000, -1, -6 ó -1000. A ver si se puedes predecir el resultado antes de intentar el comando. ¿Tienen sentido los resultados?

Puedes encontrar una lista de todos los métodos disponibles para listas en este capítulo de la documentación de Python: <https://docs.python.org/3/tutorial/datastructures.html>

## **Diccionarios**

Para lectores en casa: esta parte está cubierta en el video [Python Basics: Dictionaries](https://www.youtube.com/watch?v=ZX1CVvZLE6c) (en Inglés).

Un diccionario es similar a una lista, pero accedes a valores usando una clave en vez de un índice. Una clave puede ser cualquier cadena o número. La sintaxis para definir un diccionario vacío es:

>>> {}  
{}

Esto demuestra que acabas de crear un diccionario vacío. ¡Hurra!

Ahora, trata escribiendo el siguiente comando (intenta reemplazando con propia información):

>>> participant = {'name': 'Ola', 'country': 'Poland', 'favorite\_numbers': [7, 42, 92]}

Con este comando, acabas de crear una variable participant con tres pares clave-valor:

* La clave name apunta al valor 'Ola' (un objeto string),
* country apunta a 'Poland' (otro string),
* y favorite\_numbers apunta a [7, 42, 92] (una list con tres números en ella).

Puedes verificar el contenido de claves individuales con esta sintaxis:

>>> print(participant['name'])  
Ola

Mira, es similar a una lista. Pero no necesitas recordar el índice - sólo el nombre.

¿Qué pasa si le pedimos a Python el valor de una clave que no existe? ¿Puedes adivinar? ¡Pruébalo y verás!

>>> participant['age']  
Traceback (most recent call last):  
 File "<stdin>", line 1, in <module>  
KeyError: 'age'

¡Mira, otro error! Este es un **KeyError**. Python te ayuda y te dice que la llave 'age' no existe en este diccionario.

¿Cuando deberías usar un diccionario o una lista? Bueno, es un buen punto para reflexionar. Simplemente ten una solución en mente antes de buscar una respuesta en la siguiente línea.

* ¿Sólo necesitas una secuencia ordenada de elementos? Usa una lista.
* ¿Necesitas asociar valores con claves, así puedes buscarlos eficientemente (usando las claves) más adelante? Utiliza un diccionario.

Los diccionarios, como las listas, son *mutables*, lo que quiere decir que pueden ser modificados después de ser creados. Puedes agregar nuevos pares clave/valor a un diccionario luego de crearlo, como:

>>> participant['favorite\_language'] = 'Python'

Como las listas, usando el método len() en los diccionarios devuelve el número de pares clave-valor en el diccionario. Adelante escribe el comando:

>>> len(participant)  
4

Espero tenga sentido hasta ahora. :) ¿Listo para más diversión con los diccionarios? Salta a la siguiente línea para algunas cosas sorprendentes.

Puedes utilizar el método pop() para borrar un elemento en el diccionario. Por ejemplo, si deseas eliminar la entrada correspondiente a la clave 'favorite\_numbers', sólo tienes que escribir el siguiente comando:

>>> participant.pop('favorite\_numbers')  
[7, 42, 92]  
>>> participant  
{'country': 'Poland', 'favorite\_language': 'Python', 'name': 'Ola'}

Como puedes ver en la salida, el par de clave-valor correspondiente a la clave 'favorite\_numbers' ha sido eliminado.

Además de esto, también puedes cambiar un valor asociado a una clave ya creada en el diccionario. Teclea:

>>> participant['country'] = 'Germany'  
>>> participant  
{'country': 'Germany', 'favorite\_language': 'Python', 'name': 'Ola'}

Como puedes ver, el valor de la clave 'country' ha sido modificado de 'Poland' a 'Germany'. :) ¿Emocionante? ¡Hurra! Has aprendido otra cosa asombrosa.

### **Resumen**

¡Genial! Sabes mucho sobre programación ahora. En esta última parte aprendiste sobre:

* **errors** - ahora sabes cómo leer y entender los errores que aparecen si Python no entiende un comando que le has dado
* **variables** - nombres para los objetos que te permiten codificar más fácilmente y hacer el código más legible
* **lists** - listas de objetos almacenados en un orden determinado
* **dictionaries** - objetos almacenados como pares clave-valor

¿Emocionado por la siguiente parte? :)

## **Compara cosas**

Para lectores en casa: esta parte está cubierta en el video [Python Basics: Comparisons](https://www.youtube.com/watch?v=7bzxqIKYgf4) (en Inglés).

Una gran parte de la programación incluye comparar cosas. ¿Qué es lo más fácil para comparar? Números, por supuesto. Vamos a ver cómo funciona:

>>> 5 > 2  
True  
>>> 3 < 1  
False  
>>> 5 > 2 \* 2  
True  
>>> 1 == 1  
True  
>>> 5 != 2  
True

Le dimos a Python algunos números para comparar. Como puedes ver, Python no sólo puede comparar números, sino que también puede comparar resultados de método. Bien, ¿eh?

¿Te preguntas por qué pusimos dos signos igual == al lado del otro para comparar si los números son iguales? Utilizamos un solo = para asignar valores a las variables. Siempre, **siempre** es necesario poner dos == si deseas comprobar que las cosas son iguales entre sí. También podemos afirmar que las cosas no son iguales a otras. Para eso, utilizamos el símbolo !=, como mostramos en el ejemplo anterior.

Da dos tareas más a Python:

>>> 6 >= 12 / 2  
True  
>>> 3 <= 2  
False

> y < son fáciles, pero ¿qué significa > = y < =? Se leen así:

* x > y significa: x es mayor que y
* x < y significa: x es menor que y
* x <= y significa: x es menor o igual que y
* x >= y significa: x es mayor o igual que y

¡Genial! ¿Quieres hacer uno más? Intenta esto:

>>> 6 > 2 and 2 < 3  
True  
>>> 3 > 2 and 2 < 1  
False  
>>> 3 > 2 or 2 < 1  
True

Puedes darle a Python todos los números para comparar que quieras, y siempre te dará una respuesta. Muy inteligente, ¿verdad?

* **and** - si utilizas el operador and, ambas comparaciones deben ser True para que el resultado de todo el comando sea True
* **or** - si utilizas el operador or, sólo una de las comparaciones tiene que ser True para que el resultado de todo el comando sea True

¿Has oído la expresión "comparar manzanas con naranjas"? Vamos a probar el equivalente en Python:

>>> 1 > 'django'  
Traceback (most recent call last):  
 File "<stdin>", line 1, in <module>  
TypeError: unorderable types: int() > str()

Aquí verás que al igual que en la expresión, Python no es capaz de comparar un número (int) y un string (str). En cambio, muestra un **TypeError** y nos dice que los dos tipos no se pueden comparar.

## **Boolean**

Por cierto, acabas de aprender acerca de un nuevo tipo de objeto en Python. Se llama un **Boolean** (o booleano en español), y es probablemente el tipo más simple que existe.

Hay sólo dos objetos booleanos:

* True
* False

Pero para que Python entienda esto, siempre necesitas escribirlos como 'True' (la primera letra en mayúscula, con el resto de las letras en minúscula). **true, TRUE, tRUE no funcionarán -- solo True es correcto.** (Lo mismo aplica para 'False', por supuesto.)

Los valores booleanos pueden ser variables, también. Ve el siguiente ejemplo:

>>> a = True  
>>> a  
True

También puedes hacerlo de esta manera:

>>> a = 2 > 5  
>>> a  
False

Practica y diviértete con los booleanos ejecutando los siguientes comandos:

* True and True
* False and True
* True or 1 == 1
* 1 != 2

¡Felicidades! Los booleanos son una de las funciones más geniales en programación y acabas de aprender cómo usarlos.

# **¡Guárdalo!**

Hasta ahora hemos escrito todo nuestro código Python en el intérprete, lo cual nos limita a ingresar una línea de código a la vez. Normalmente los programas son guardados en archivos y son ejecutados por el **intérprete** o **compilador** de nuestro lenguaje de programación. Hasta ahora, hemos estado corriendo nuestros programas de a una línea por vez en el **intérprete** de Python. Necesitaremos más de una línea de código para las siguientes tareas, entonces necesitaremos hacer rápidamente lo que sigue:

* Salir del intérprete de Python
* Abrir el editor de texto de nuestra elección
* Guardar algo de código en un nuevo archivo de Python
* ¡Ejecutarlo!

Para salir del intérprete de Python que hemos estado usando, simplemente escribe la función exit():

>>> exit()  
$

Esto te llevará de vuelta a la línea de comandos.

Anteriormente, elegimos un editor de código en la sección de **Editor de código**. Tendremos que abrir el editor ahora y escribir algo de código en un archivo nuevo:

print('Hello, Django girls!')

Obviamente, ahora eres una desarrollador Python muy experimentado, así que sientete libre de escribir algo del código que has aprendido hoy.

Ahora tenemos que guardar el archivo y asignarle un nombre descriptivo. Vamos a llamar al archivo **python\_intro.py** y guardarlo en tu escritorio. Podemos nombrar el archivo como queramos, pero la parte importante es asegurarse de que termina en **.py**. La extensión **.py** le dice a nuestro sistema operativo que es un **archivo ejecutable de Python** y que Python puede correrlo.

**Nota** Deberías notar una de las cosas más geniales de los editores de código: ¡los colores! En la consola de Python, todo era del mismo color, ahora deberías ver que la función print es de un color diferente de las cadenas dentro de ella. Esto se denomina "sintaxis resaltada", y es una característica muy útil cuando se programa. El color de las cosas te dará pistas, como cadenas no cerradas o errores tipográficos en un nombre clave (como la función def, que veremos a continuación). Esta es una de las razones por las cuales se usa un editor de código :)

Con el archivo guardado, ¡es hora de ejecutarlo! Utilizando las habilidades que has aprendido en la sección de línea de comandos, utiliza la terminal para **cambiar los directorios** e ir al escritorio.

**Change directory: OS X**

En una Mac, el comando se verá algo como esto:

$ cd ~/Desktop

**Change directory: Linux**

En Linux, va a ser así (la palabra "Desktop" puede estar traducida a tu idioma):

$ cd ~/Desktop

**Change directory: Windows Command Prompt**

Y en Windows Command Prompt, será así:

> cd %HomePath%\Desktop

**Change directory: Windows Powershell**

Y en Windows Powershell, será así:

> cd $Home\Desktop

Si te quedas atascado, sólo pide ayuda.

Ahora usa Python para ejecutar el código en el archivo así:

$ python3 python\_intro.py  
Hello, Django girls!

Nota: en Windows 'python3' no es reconocido como un comand. En cambio, utiliza 'python' para ejecutar el archivo:

> python python\_intro.py

¡Muy bien! Ejecutaste tu primer programa de Python desde un archivo. ¿No te sientes increíble?

Ahora puedes moverte a una herramienta esencial en la programación:

## 

## 

## **If...elif...else**

Un montón de cosas en el código sólo son ejecutadas cuando se cumplen las condiciones dadas. Por eso Python tiene algo llamado **sentencias if**.

Reemplaza el código en tu archivo **python\_intro.py** con esto:

if 3 > 2:

Si lo guardáramos y lo ejecutáramos, veríamos un error como este:

$ python3 python\_intro.py  
File "python\_intro.py", line 2  
 ^  
SyntaxError: unexpected EOF while parsing

Python espera que le demos más instrucciones las cuales se ejecutan si la condición 3 > 2 es verdadera (o True). Intentemos hacer que Python imprima "It works!". Cambia tu código en el archivo **python\_intro.py** para que se vea como esto:

if 3 > 2:  
 print('It works!')

*¿Observas cómo hemos indentado la siguiente línea de código con 4 espacios?* Necesitamos hacer esto para que Python sepa qué código ejecutar si el resultado es verdadero. Puedes poner un espacio, pero casi todas las programadores y los programadores Python hacen 4 espacios para hacer que el código sea más legible. Un solo tab también cuenta como 4 espacios.

Guárdalo y ejecútalo de nuevo:

$ python3 python\_intro.py  
It works!

Note: Recuerda que en Windows, 'python3' no es reconocido como un comando. De ahora en adelante, reemplaza 'python3' por 'python' para ejecutar el archivo.

### **¿Qué pasa si una condición no es verdadera?**

En ejemplos anteriores, el código fue ejecutado sólo cuando las condiciones eran ciertas. Pero Python también tiene declaraciones elif y else:

if 5 > 2:  
 print('5 is indeed greater than 2')  
else:  
 print('5 is not greater than 2')

Cuando esto se ejecute imprimirá:

$ python3 python\_intro.py  
5 is indeed greater than 2

Si 2 fuera un número mayor que 5, entonces el segundo comando sería ejecutado. Fácil, ¿verdad? Vamos a ver cómo funciona elif:

name = 'Sonja'  
if name == 'Ola':  
 print('Hey Ola!')  
elif name == 'Sonja':  
 print('Hey Sonja!')  
else:  
 print('Hey anonymous!')

y al ejecutarlo:

$ python3 python\_intro.py  
Hey Sonja!

¿Ves lo que pasó allí? elif te permite agregar condiciones adicionales que se ejecutan si la condición previa falla.

Puedes agregar tantas sentencias elif como quieras después de la sentencia if inicial. Por ejemplo:

volume = 57  
if volume < 20:  
 print("It's kinda quiet.")  
elif 20 <= volume < 40:  
 print("It's nice for background music")  
elif 40 <= volume < 60:  
 print("Perfect, I can hear all the details")  
elif 60 <= volume < 80:  
 print("Nice for parties")  
elif 80 <= volume < 100:  
 print("A bit loud!")  
else:  
 print("My ears are hurting! :(")

Python corre a través de cada prueba en secuencia e imprime:

$ python3 python\_intro.py  
Perfect, I can hear all the details

## **Comentarios**

Las líneas que comienzan con # son comentarios. Puedes escribir lo que quieras luego de # y Python lo ignorará. Los comentarios pueden hacer que tu código sea más fácil de entender para otras personas.

# Change the volume if it's too loud or too quiet  
if volume < 20 or volume > 80:  
 volume = 50  
 print("That's better!")

No necesitas escribir un comentario por cada línea de código, pero son útiles para explicar por qué tu código está haciendo algo, o proveer un resumen cuando se está haciendo algo complejo.

### **Resumen**

En los últimos tres ejercicios aprendiste acerca de:

* **Comparar cosas** - en Python puedes comparar cosas haciendo uso de >, >=, ==, <=, < y de los operadores and y or
* **Boolean** - un tipo de objeto que sólo puede tener uno de dos valores: True o False
* **Guardar archivos** - cómo almacenar código en archivos así puedes ejecutar programas más grandes
* **if... elif... else** - sentencias que te permiten ejecutar código sólo cuando se cumplen ciertas condiciones

¡Es hora de leer la última parte de este capítulo!

## **¡Tus propias funciones!**

Para lectores en casa: esta parte está cubierta en el video [Python Basics: Functions](https://www.youtube.com/watch?v=5owr-6suOl0) (en Inglés).

¿Recuerdas funciones como len() que puedes ejecutar en Python? Bueno, te tenemos buenas noticias, ¡ahora aprenderás a escribir tus propias funciones!

Una función es una secuencia de instrucciones que Python debe ejecutar. Cada función en Python comienza con la palabra clave def, se le asigna un nombre y puede tener algunos parámetros. Vamos a empezar con algo fácil. Reemplaza el código en **python\_intro.py** con lo siguiente:

def hi():  
 print('Hi there!')  
 print('How are you?')  
  
hi()

Bien, ¡nuestra primera función está lista!

Te preguntarás por qué hemos escrito el nombre de la función en la parte inferior del archivo. Esto es porque Python lee el archivo y lo ejecuta desde arriba hacia abajo. Así que para poder utilizar nuestra función, tenemos que reescribir su nombre en la parte inferior.

Ejecutemos esto y veamos qué sucede:

$ python3 python\_intro.py  
Hi there!  
How are you?

Nota: si no funciona, ¡no te desesperes!. El resultado te ayudará a entender porqué:

* Si recibiste un NameError, eso probablemente significa que has tipeado algo de forma incorrecta. Deberías comprobar que utilizaste el mismo nombre cuando creaste la función con def hi(): y cuando la llamaste con hi().
* Si recibiste un IndentationError, comprueba que ambas líneas print tengan la misma cantidad de espacios blancos desde el principio de la línea: Python quiere todo el código dentro de la función alineado correctamente.
* Si no hay ninguna respuesta, comprueba que el último hi() no esté indentado - si lo está, esa línea será parte de la función también y nunca será ejecutada.

Construyamos nuestra primera función con parámetros. Utilizaremos el ejemplo anterior - una función que dice 'Hi' a la persona que ejecuta el programa - con un nombre:

def hi(name):

Como puedes ver, ahora dimos a nuestra función un parámetro que llamamos name:

def hi(name):  
 if name == 'Ola':  
 print('Hi Ola!')  
 elif name == 'Sonja':  
 print('Hi Sonja!')  
 else:  
 print('Hi anonymous!')  
  
hi()

Recuerda: la función print está indentada cuatro espacios dentro de la condición if. Esto es porque la función se ejecutan cuando la condición se cumple. Vamos a ver cómo funciona:

$ python3 python\_intro.py  
Traceback (most recent call last):  
File "python\_intro.py", line 10, in <module>  
 hi()  
TypeError: hi() missing 1 required positional argument: 'name'

Oops, un error. Por suerte, Python nos da un mensaje de error bastante útil. Nos dice que la función hi() (la que definimos) tiene un argumento requerido (llamado name) y que se nos olvidó pasarlo al llamar a la función. Vamos a arreglarlo en la parte inferior del archivo:

hi("Ola")

Y lo ejecutamos de nuevo:

$ python3 python\_intro.py  
Hi Ola!

¿Y si cambiamos el nombre?

hi("Sonja")

Y lo ejecutamos:

$ python3 python\_intro.py  
Hi Sonja!

Ahora, ¿qué crees que suceda si escribes otro nombre ahí? (No Ola ni Sonja). Inténtalo y ve si tienes razón. Debería imprimir esto:

Hi anonymous!

Esto es increíble, ¿verdad? De esta forma no tienes que repetir todo cada vez que deseas cambiar el nombre de la persona a la que la función debería saludar. Y eso es exactamente por qué necesitamos funciones - ¡para no repetir tu código!

Vamos a hacer algo más inteligente - hay más de dos nombres, y escribir una condición para cada uno sería difícil, ¿no?

def hi(name):  
 print('Hi ' + name + '!')  
  
hi("Rachel")

Ahora vamos a llamar al código:

$ python3 python\_intro.py  
Hi Rachel!

¡Felicidades! Acabas de aprender cómo escribir funciones :)

## **Bucles**

Esta es la última parte. Eso fue rápido, ¿cierto? :)

A los programadores no les gusta repetir cosas. La programación intenta automatizar las cosas, así que no queremos saludar a cada persona por su nombre manualmente, ¿verdad? Es ahí donde los bucles se vuelven muy útiles.

¿Todavía recuerdas las listas? Hagamos una lista de las chicas:

girls = ['Rachel', 'Monica', 'Phoebe', 'Ola', 'You']

Queremos saludar a todas ellas por su nombre. Tenemos la función hi que hace eso, así que vamos a usarla en un bucle:

for name in girls:

La sentencia for se comporta de manera similar a la sentencia if, el código que sigue a continuación debe estar indentado usando cuatro espacios.

Aquí está el código completo que estará en el archivo:

def hi(name):  
 print('Hi ' + name + '!')  
  
girls = ['Rachel', 'Monica', 'Phoebe', 'Ola', 'You']  
for name in girls:  
 hi(name)  
 print('Next girl')

Y cuando lo ejecutamos:

$ python3 python\_intro.py  
Hi Rachel!  
Next girl  
Hi Monica!  
Next girl  
Hi Phoebe!  
Next girl  
Hi Ola!  
Next girl  
Hi You!  
Next girl

Como puedes ver, todo lo que pones con una indentación dentro de una sentencia for será repetido para cada elemento de la lista girls.

También puedes usar el for en números usando la función range:

for i in range(1, 6):  
 print(i)

Lo que imprimirá:

1  
2  
3  
4  
5

range es una función que crea una lista de números en serie (estos números son proporcionados por ti como parámetros).

Ten en cuenta que el segundo de estos dos números no será incluido en la lista que retornará Python (es decir, range(1, 6) cuenta desde 1 a 5, pero no incluye el número 6). Eso es porque "range" está medio-abierto, y con eso queremos decir que incluye el primer valor, pero no el último.

## **Resumen**

Eso es todo. **¡Eres genial!** Este fue un capítulo difícil, por lo que debes sentirte orgulloso de ti mismo. ¡Nosotros estamos orgullosos de ti porque has llegado lejos!

Tal vez quieras hacer algo distinto por un momento - estirarte, caminar un poco, descansar tus ojos - antes de pasar al siguiente capítulo. :)

![Cupcake](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAK8AAAEOCAMAAADIe7e4AAADAFBMVEX////DvLtbSkZKOTdtZlrCm4FaSUWtpKOFeHXl4uKCaV1UREFdTEj5lR1hTkj/mhu0rKqbfGuZaDe7tbN0cGGCdXLFnYObkI6LlHx9ZFqRdGXRzMu6lXzKxMOlg3CEXjz6+fmWp4jd2tl9Wj6lnJrEfCxTQT10amKJfXrJoIW1kHl0XlW22Kz29fXW0tHliyPg3d2ck5HY1NSQhYN7bWq7eC6MgH19cG1LPj+EinRsXVm+mH+xjndzZWFlVlKkdmyhgW6nhnJMQkdhUU2hbDWHbF9pVU50VkCNcWOnTmT8lx2Vi4npjiLDnIKOgoHy8fGMSVhtU0KZjoyju5esinWscTJtWVHu7e38/PzOycmsyKBpWVWnwZuOYjiPc2R8fGuriHS94rRmWlJSRklwa12qoZ9lUkx+gW3r6ejBmoD3lB5oXlSaWmKbZ2WHe3jZhiZkSTiTiIbs6urn5eRVSElwYV1YRkGonpyimZdwWlJ5YVeXemm0dDCef21YSUhxaW1PPTrB6bjGn4TLfyqui3bw7u7Rgijz8vKglpTeiSW+t7bVhCdhT0vUz85fT0uftpKNl35rV0/0kx+xqad9c3THwsDtkCHEv75yXFRjVE9fTEWGhHW7m36ii3Gph3N3aWV2X1bykh9GNDHp5+dkUUu4sK/b19fxkSDMx8avqqnj4N+HjXeHkXeAhG9WR0Q+Kialay9ZSEScd2rLooavpqR1SVBxW1N3e2X///+Acm9nVE1sYmW2srLt7OvGooWwzqXIpYWukHdnXWGLb2HAubj19PRzc2GOOlZ6eGlyTzR3dWRfTkpcTEqbro1zP01pW1iBfnBmT0RkWFBXTlWGeXfOqonOpYirn6FvcFxiV1phVUzIn4TNpIfx8O/49/fAmYCVeGj5+Pi/mX/8+/z+/v5cS0eTdmf9/f1EMCu0lnpvWFD7+vv+/v2nQmLOyMe6sbG63rH08/ORoIL49/j//v////55aFm2rq1bT0d9VTGyqKjHwL+VYjBeUVGmoJ+Hf37TV5MrAAAAAXRSTlMAQObYZgAANi5JREFUeNrtXQdcTf/7f5qUUKGIS/uilIiySkaSUYgGZfVFlBFl71Ei2YlQkmRGInukqSFl3IZbXWW1rEpS/8/nnHNX3eoW8fN6/c/3mzrnnvG+z+cZ7+f5jCMGv3+LLr2zPOcltMgm2gL3XHwL4FbflsEr0gL3zMf/qH7/V+SrAy24tQBet38Mr/0/hhds/zG8Cf8Y3n9NH2rwP7L/Dt5S/M/dfwfv4X9MHxTwP4b/Dl7CATP+If9g+2/pQ0s64P/3v/8o3mv/GN51LXNbsZa46VMpgDZ3/h35eqCftv+OPty9gv659e/og8EhgJHR/458r6Ofj/+OP8s1AXBoqRDXAvUHWhzAxKR/R74V6GflvxPfVMsBLIa1FN7f7x+GRQIkzfpn5Ks6HGDy/n+H78hZI/7b6Z/BqzodwD2n5fjk79Zf1e0AEsNaDq/4771dXyzeZ/8OXxdD2iudBv+z8j2HfqbxiBdnxp9bMh/6Bf09l6JhN7zDBvuv0lLKb8lDXXcATLr1P4n3HPNJR5/XyWm07IBziSqykudPIWOb0wcgMb0l8TaX76yMeuaaXywTgRzu9Pyu26S9A78vt9NDSeYH+R7wv6e/A1UX+wTPej9oEGK7V6wyZKbmn3foZSCDPtl6idDqaf9TeCfeG++T26v9w4fEXvtBz7rEl52C57hmNuFFyJm9AG52c3qG/K/ow6qDDJ/cyfM4HStBojArJoz8m35f5Cr6tU3aoDPjbf7/BN6uPU/5xcyN4h7Q3tlTGg6iP/zKSgCKy9Bf0vJyy+DDnJT/Af9gIx4Mhycl8hx5Pkq+W9u4G/cz4iNGKHZ69FWuQC5XM1AsyTizK+Pv43XYAn4qm3V5jtCjP+TDuR+DW72Z3z39YElJLvovxSP/YumqfslpXn/b3s5Np3dYztcp2FWCBRaD2sQHwUN7qrswSHQ17N8gPf9Im78tX+9Fbb06XeUVL+RfLSm5c6cD6OqyD+e4qyeJVk2Ksmhruev838X7cB09QbMD/zFdXS5UQrrTry3tNcpXQipX32rbZoNk+de7/pp/6PQUVjVWHNO+3WebSVw5qFTFgEO5CjDF2t0r/0vy3dIHrjWmlBFD5rsqKF5w3dBpFkxaN6HDpdc0C63kv8J/pWyFGOEwZj5ArC/A6NEAtLmax8ZcXryUseyvyFfHDvnbTw2eEpQ+Y5sFKGd8SFKR7Qs+qbMtRD+dWPNQWSbuL8i3Csu44VMOmm7xgoiVeoESbx9CosRlAD0trZ+aSnbL/gJevK1t+OMN65gdYVWfTrK7M04k7tYkjlla/Ez8HYCbrA+KMwDS2jecdGY9anP1R0VumumjnbnfqPimVz6u50Zl+ei/IV/jhtX3xJR1aZ9do6JN11VcXuzJPnxipjgoqT7+0/J11wZ48rWhM3RtXkg++i8ob8y6bOs33HFoecuOVRlq/uh+78/ilRsDENew7/euyU2NWCizKvui3KNZ3MMf1ni5u7bZ8PbP6sNelDXkNnyKvXKU6ArvYYMvxj6cxXs8A/uW6V3/rHy9UxaAS7uGR7vkzP9anNj3aWpQrUGJo1qnGmofKvuzfPIHwFcTZkP2Jrpi38efEms+m9b5aFYGQLltyJ+UL8wyBle7FN16Pw/ehoTr3vfSBwFtUPnO1NVl/7s/ijfx8BKYZphXXyhuJ/Umvvwbk966SNDn4ye3hfDcP+t/EffVO54jWLbDFJ77P/4mqhY4WvC1sSj7CFH9s/lbusYS12F5gZRGBHFSitKIdt/fXT5wqJ3csZGVAAMP9RRwsQdyheff/9l8/owx+AXTo8immR5MHVWekZB86fKuS447cG/AIPXwl8VaAkoXEQBjn/1R+YJE7HD92WuVJYfkdJCUyZaWlpTB/3d/l8bUPeIONpjMDzI1enz3tIBxR29QuAl+/2fxpmsesoUerGOsPOZnn+HDhweVln4u9ZE2jJC1cGhPpB6DTPtMDwiwqRTAhRSRD731Z/UBfFUnSFSodfw+eiMMwQUUF4ADZ0snLcykPsdwXYxvJsXWvdQtEuDVyD9afwh1NrSW7Danm/jF1b3gCDoQ0AvAcAcAG+5JkSRPF+O2guBCOsDk+D+YH799JLt9xK0X8pYFs+o95+Ls7wjuavEoQdebgsVPgHk6Q/6I/vo6ffFvHb49yletgfkKZ3Mfa7ddHSsopMz0AvqFjWrq2UffhL9tebzjxOdunzUpasr4Bs86v3rUMHNBygCrQ3qXtjFfeLes9V6GSpjW+ZbVh0+j2y72tp4R2+iJn3f8FFTPOZkadGTLzBHvQbEspMfQ+SEdZoq2qHzLDizOL7V+0/iJrUaZCjg6tvWmHUlSuneKi/NajXxanLTr0ATtRM+Ww7tyORjdaH519Okur52PvhUdN5aVlQ2qSZ6ZPH1S9ISty8+3lD7odDqVGDu8uWjdpA6tlBjaPVSZw+nt9xhLzweL6uQWkq+1N6zq3YW9p1nUpMec1FaPamPgcZ2bWctuXwaT6K62HVlN8hNCx4uuiAnq67H3Hmz/KNGEEulCebt9T2lFfEVu+8jo1jIApkoyQ1pCvoqLIbE9uy65cLy6zBI3U6Hhrj+loGLxTpknw4tIS1MeIVljAaAwZVR6C+BVt4Fz2uydgR1uJX57skpInVjl7uzUutjbmAesPaN3WXFryU7rfti6zPzQhKGhQnvA1gDcSofJtU060Ra9dYW6krnEOeaKQhClDEHBwcaaE++Ny9vaacORmJ762okg2aEF5BsDcMScU/owMOufK5+W3V+IC5+dOxlztewkATeofYRfxpD0fsc75IiraK9w6Nh2/+tcK22mxNvfjfcjIinrZ/Akuukvfo64V9O7cbipD8U6ehnrEsnoUA2JS8Hvn+dIzQztN15hnFrPnuNtxk6eNdor2/s36wPOH5V49p0udHh12Diw8dJgaljnVV72hCKAQodX/XKCruQ/l9K67MQ+o4dsIjwN/N3yVbKDfcZdeA5oxRe/C5ad3MhlDzzKfs6LMsY25pdRrZuSJPL2k/IWG17P8vGTqDa8mnj998rXBuXiLrwHopxizso4NHzRkLVTxJ/O26YMOcGipuv8u1xt5/Gli5dTrbMst+wD65PKvzceD7xMk7hS+2DArAavWcMqs/lcXq0cDLMKkleeKJa1Um4n6DxN36UA0nK/Ux8WmGuKDVCrkzw2eE1VQvuin3NSo9NWxrUaH9xXwVzMuJXAE4vWVxpCvt/v1IfL4zVFRjclzg+bu3ashMbsjAX5mhMfdrwzoGP78WqW9RpHDQpzXX+jfL2+rOy11CBPeLjZF8rToj4VDH5fSkfOtkDcYKNYdf1nm9rGKsGTzN8m3wOj43pVfYkSEmuvNReXBksMilHI1hk+5NMnXTeVr2byDYMx6g7w5XfZWx/zN0/aVdVKBAxOY7FjmT3iPTz1/ar7W55oT7eEQ4vCsgdsXeUe9vKQEEieIg99z/634D27y/Zr+M9acDe8CEZqJ75oSBy84lOcY89WbCX8X97HWTSxNceOzRJKbMVt9IUrqzWKV2+xKbgs+lHr6H3c4/IUICn7lim3umQKXYfAyw6zsmemHi/drMqR60ifoEbIstZ+b5ZQHq0RvMtfTRwP+9rX4TWahzBoqCrKgaNcM9Qp7eAFLxdO7sa/+EPRfr+1Lo3guL4Sxqf8Mt6zLk9x2zbc/9qL81c9a1RcV018O79dowpsE/Wr/qFDedEG9Cuj4Vu85Gz1nFAeKrFduhEc7WmQsvwX/e9/g1a5hni4wtve8Evb2lWXGeP1GvbeOR5tXcZt/yV9aOWxwjXXBGVYzLrdr2GfypyaUDToOPNMunzD52y8RNfZNeQX9IGAOwzTvLr1z88pI24OEh5vG98BGU+4uxpJveqeIwmM8+G/oL+tPKwR3LWD0Z91yPRnrxX3q02Ex9tngMOlJM4YJWOtS/obDlgYz+WlG6uwc3gi0my8Ih7WGxBcgSGnl3f/68tnaAiPN/ZoEd2f49F8o2fI3EmSu1b5lDuPIOot7qU9Nci3mfamo7bZr2gQgtsOccbg0bWoFy1e4fLIEU2wuIvic/wXsgnPRxaIb5c2PtP/BHeOvdbDaL+rDq7TNsq/aw7e6HsXaa0qTyDpliMToJny2fap1nb5smELm+IhxinqZnKS9s/ba0a5jB85oJ8Rdxjb3QlKAWIW+mC1S6q8GXgfRQJdIRcXOIb0QCku34h/Zva3kw8rhzZtPaDW+Qqcv+WnhSa53DbMfeQ7jiPebUv9OuWUvhwEC74zypuM92z2JNrjh0Q9ZruEPky24v1w83xnQ5nqU3nN98fVo0bmy+WLPuSGzbsdDQP6Mkb6b3IFw++Wt5tqb3Kn4AiNNDV75MxU+CsRfdZaFDhFwS9vXOamEbbE581K5bWWuLdp6cdrTcR7RhtgFTs9UcCukXdL/jD462z4rdv5obTLrvZg/2Mn2klcmnGgafqQOhv8TNiu8LMZRMzmLewVVkrb/F64C4t3thm4EleAqichSdFMn42/0RT5IpGmccYoDKRBlCW06PZlsc9BD0L98DhHq/2J1j9+NEG+rj5AK9Nk79HvOi89Zt6ScC/Gh8goG5FZFvI6lUonaS43Or0VWr53AFjcPWfE+hUWtCDcufQq1lAqlvzE/6hYvSs779FHaPlWIeYVGMuu7eoaJ+ir7hB6IsXnaSUp3ZsyZv1W+QSN04FULVtyAMAHkLPwWqpQHC2sfHGXxsedXCadBvpPhHu2L3PtBhuHVXuaAHdBVnIUcxibpjBoxK+vC1Qg0VZYvFjpvxbkcNi2uB9MKBXi0ZPuMwZJBidtOv6mCXj7zXU6/4wdOHoiRcTzOpKGSsKpOzZC6oM1ojeugWO9KY3QNYidX/1ufmGjj47rfH515zvOM190Fj5WZ/oppE0rZvdsFFaPgiV4p1WnOMMFbuVC4Q2aB7DPkJXm7EkB9tacErxGvnNjjx66flrNPN0he3aWrhAe7o+eacZR3FLqnblA5l6HpUfDFJlYYfAulwPNrnITs7fuj5blCJipW1bZyLPzZC2PxPe/1cV5lNBwbYa8yDLeacQV1RBz2ErUDky7mbq0WfRNGP1dDrSDAfsT5zsvy6eGPq1MXwcqbRpVYREt//Jcrf7C667NupdvjHdO5x4w7gO0y1Rr9aLBN1sh5KsTDkZu2mN2rgwUi1/iSwzs1BXLSbniX3C0EcGpMZk9m2Bp/QdurgUXEg6CqzzZS1IY6WDockKP0Rjet7sWaL66975yzItD1+YkTOrvk4q0WNY4N21p/Lzbar8xTLQ1Lv+eOokPbpDWJJhsR+2M3lRhaLX+W2N4+3kmMp8OR1HxmnrVvam06AnR6Qixd2XZ66XWngtH/Ta4q24WDO467pER77F5TPN9d6ew99z3LXed79MI3jN+y/rfOEN8v5LHfdU26L5mLY9Ob2dcbZTw+oj5noG/a8JgtrV098/MImU+x6TdUV/VuZhTsjw93xBmDL3cEN7Xpo+OrB5LqaPVNeWqvvfGvGZ16nSNFT09ISnQ+mON/G/RhZvPL7nd7l7NBxeevfTdxzsRZeLtTMM2HpkN1XdavdZcz+vs3cfGxAyQbp9s3/5+9Lpnklv22fZ8+OtwAzO+5HeU1IjiLxYEuc8Bd209niMa9nEsqNWkfPL1/r5YJ4W3L2+0yrWSCM2aL0HZWc4XJG/3sPd/8eK+3q+h/Rip8IY51iLSiL+3POjoVQuTG3yLxBafPqUEPQ761IfXpsrbqOt0/ruPth3ZpzA3X4M25H7b3he8gr6vlLgx+hfQum0PTCnMa/+0xqh2gTJRV2KiFH/Un7hl9VI1xa314T0yXuVVXZJhozg2maEo6qshHqUbIq3kJe22YEdz5yQkzbWzrvqo9i2/pvaUk2CpUAnviNrEY7+HNkzIq0d/rVnnC17Vs5JHWB8fefH49bvKEZPXfHBXtV1z0H7+sS9WcuIXrUxQrlNOHZQcMexe3axt7VWAcU8Fy3fnYlp+fUW8nvLmn44XPVZq/ePxVCZjyW31G01dPzlp/e0+Z6ou9hh0TiaqtnCD0q2T7a94C+iNvvjFEIqia5FzqmZxQg8aSnwtE6aIDbcYOkLdJL+8q4n3i6aMRPu45sOYkJz0bPsvJ56Acm3pBg0blHwrwtX5SN0LD99FSbNg/fUbCqaNVO17ts6VlT0RPG10WvXggqCJwhmY4cKhGcaz+13avjKu7a02eTPqDKLJmd/u2XP3i9oGgi5PGQ6GU04IwltpqDK2tSBe8rxTLHekhpJCruyJ3rHOiwrdFRtD2mHbkI5lIq0W+ZyQWPsGPoeUaRnJ1kUbMXPblKilOpmCV/Sq0QaY/k4A3r4HIHlxnWtuz6te1qPLk0+8Q0uULFSC9g85pltf2uN22/fRkHEGQXpP2s4SHTVwjF2ea9vXck+r82bUnUGSEyFmH9B99Ku79S0pc3GBK4jdEoB3pgFk1Lpf/3QnyT4H7wzsOCtFoZaPyxdlCoS7wCfzck/Vdf3KRDrM9P7vSVVl6s+fr0sSYkq75xrXFW0pQptwT6XmBOysr5EGLG4Lbu8F4HVUg4VT+M8dL12xa7dId9uCftOFzdBlJkzWODyvr5+G55DA7s67YlW3LDfqWvbFSXOwyb60tLR2pZwtIi1NbMyPAoaCVfK3k7VH3q3S5TzwtRrf+Hy2f4gewwBaravsLB4+GkhTm9ftp7DrKw172sfNxNESlGJlFgDcnwNRUeOHqrFEiuwOnuy+vXTeG6W2ciX4P7/hg77rLym6vyzQ+Mzx2ncJ2Ch5Po/dYY00MUiAfzBD7inEW4YvQfA17iV5/YdDp3AjYf1WnknQ3t6KM2ZYjBs9Y8YMxd69I38mPti802/d5lQJpVMine0sD2du3f1mzcHwTgne70NLCwyn61nUiU0flz/XLJtNhbUdVjDkRN34dsgS4Fi7s/aVT7hl2WHhi3rc/C0LxbnZqLgVhEeli13ZNPQx/g9S8p981/QWFCafj/n83eUdzYOqJvRgugcLiMfXMOuyNzqjOK5tWouVI7XMYTX1p8eRHoJHecqsXnrtx8Kl/SgQH0fAyFcC8LZ6DdAHjO0PGt2rsNp4Gf7WlvnKwydg5FtXdkFVRgWMswTor/gSgHZW0hdyrqiO0l6ZtGvUX8KbymL6tokYy3GWe8eD7xcBeK90AfrHU7EF02jpW07lH99jk/h3EIuuq35a3IfDV926j7a9uk8A3mF0cIkbpJMq88DVU27uuyNt9sj0KP4LeLstL8lK5jJen61KObaC+E7PQejLaIOurE7q01lb5Pa+OzL03M4GGc3CiHEtgLdSfOgoHoI+chj8uCgIb+z70ZAYgUOmrE4CQpw2udun0kF366+QZGdKD6O3QAt04au9X3LpGyQ435yuC+LfyXn8GHHnLza3HdxUO7WuL5ItYVVWHrjb3Jlhk7YKs8DqAuWHDngFIkF4C6fDyKlHKU4iq1MdF53W+Vrhy3XTBI+qz8vqt/aY5+iic815T4tufmnpMyGKW6fzXWItZk0Rfy4A77u4aa7LucN5ZVOLB1zc05G2tPVYwQMJNQICl7yeOuj9tOpmOFnrOKmjNxt1QJ+HHog323Nk/ZZQCwmRD7X5+ocl4DmRW1/R1Slh9kqRePTfobubBPUVt1J8mfw4q2eAk8BPYe7isV/qLVRsvO/+dOOtxuoCbufsWInfitxMT8HN52bpGh/48YaMdvFKkuGhwLLPnthccPae/eargkDDMJ8aog4avQRNarj13/ExfuYq9SF5k3haJa3r1K0NAtYqzTlmelzty4/MiE+nD0weLkFL58N7ftFg1x4/A3lYta6On6vPf56FxZ4eAq2j0po1590SAUPC/ytMzmq38Ey9I2b69g59aS/ZrV+eQgN4jxwvvra+cIDcuf2rY95PfjPh7KHcrXz1h75ZDBqtlk/NsQ6a9qYiSfVDPaOhnu2YW0dIn28/2jEypXBn0o0G0Fg4evj4agyof4rMWOkzUjtGELUdOWe91IexZSyHSAne+sO78eauc/c84FtcR9bzrcg7uWmbNDQED41WtKpj5mEb93aJ0hBXet7gkElbp40rn2vdq88faqk+8ZLa8Z5cA67iUajRh+Jqr6gpbd/z1qOMD07zq5j2jC+L003t8upHRazVpggLIY1ff4XyMemjnkpmDZ/GrCkb859sPfLVpJ9/OWPHey4xe6RukfYSJu2eyIv3u5hbMCva5DCfhHXDy6afWbi1a/dDal2Ewrt0U7/R+yDjR2PnyRfb/FePln2Me/zlvCeGuz6tgjyUJW1h7bN0gSVXf8/Ju8mkVFa5np//uFZ9K3jNTs8M0TDtLKFKOkMlV548+0sheW7XpPOJ0sFYuneA46XNUnqfhMmUfM8t0Qszbfe5zyuIn5Ouq5laWsqjFTqpqyNYEoM7d5/dT4iRGnlMdatfqg+bR5jO9b/bj9Ddon2c1UOyJAvnwQYCr2r4uu7triZ0GCj+LUhUCiQCzXpq+6DkO5wdnre/nv4+sNvJ4E8DrvxitbqxLaXs6F7G9CXVX28SMu3em5s/VvSZCi4IL0szQ98/JlzmZJv+J58pSAWsWzHx69PTGrPV+txJT2tHYNbV8X25JKzI4pNV0c7qni2H9qSkd8Qso8rrh5lkcpflGE/anJmtdBZIOeB4YV1mqZJwfF5YkU/ooawK6cfalSJzOid1brXENdL0i5PauIQIjFnn2ZONFYmF4gpzz62yUOrSEmADzoYa3GcY5/V3OhDI9gwx3ci/bhbG5IPEf/RHYjZJXipGiV3GF1SYqaPPsorVr7QPDsvte+Fc29bl7RHoiUbxJentwu11EuI6OxSz8gqXep9Yeysm7ve+QG/QxDCtotx3+nJVBat6V3B1gAKenGv4WG70KJcBYiUxMPrA4EXolOVknpS1snQU6+h7sQxGerXsl6+dWYbflSdJOXm0g1ztC8tCk6vvbUrx6lAkv1xv/r43vwOqptGzs9tNOr5eqCMeefXlmSfLKA3gnSix9tmlla/dFSYvFqO7u8p9JcIeTZIctlMhtm1DqH5k0PW04gLZW3uNxO+WG55kVlnErgiEklc1Sz3pX4wiZCICQq5Y+Pte2/N1YlFzgd5a9KzzzGsicbQcDcWhpi5adntXxy+jJCo/9xTPqXrbLrwtMDv3aoVIPsBook/O8W03csqRXFqfEsdN18IizQaEeLl3MIkboGhlDyrFMhU5k8TapgcDKJf16BKjo/HoCQyQ/K74ovCTkistfkOpkK+EDNgpu8WAtadAXo5+1yXeEWarrbDUPXfrYg2M2uS7mVM3md6Z8zeYDYBuou3mVxeB2HKkzF+xwiQv79KZmGtdcdIgK/lkrxOQ9ag4dKDRuWADT4+svRmt88pbubhGKorNHvFMNXZR22jdD4NLKgI/P55+W2R9isGrLceC+75tnS7oxZABtp06dQp5/dpb+aPkpOBM8fVbVmWdHGoWkKXiWNLv601RtZ02g9fbViR8kh93iH2N5OV5NtTUbzm3AtrcvA9XapiIn8kw4OAVmyeRAC9CtgoWiFw0y6cEiTlr4OfHKkywuZEMGiD31EGsLA6JGa/zmhgdBnawVW2Aw/47e3nGHD8IJUM0rny+gUQnEUjyhdnrz1iqJ1oVwOpPVp7Tf+Q8eOmuvuKsP0HEuAgGziEGkZnFOx+UHLVjac8hKUdycD1q8gFIXDCmaABGXO82WCe0Q7ikK91s2sPPxfLgzvlABcbxMhC7rnZbT/rzdAr5gumt2ScRQrDbA2DYH+gZQ/Z19gRDNciEtuEvoWfIQZRQZu5+2ofnMkBcaYDeXGcIsb1ZojjYZ6hZaNenr8n62V2bpxB/ZIBU/gPbgwYAglHPf/MxAX37kPAJu2HXGVBv/+nwLnA5oCVwPP9z2MbuQu3RevUnD/XoJ3gE/HSAHznQI/f85kUA7ldhCBhwHjb8LKG4ZvGAMCKyiYJbbjsYmFuTevWG4k+5y2Hqrzn1vuVMtaWJP88+Fp93Rg6ArCjYwkEw4MF+JyuM3DHrAXe98IyW4XhvVD0rQb3nDnBuG+68ceoDbIkoLIYg3ZFUE32MWp4/S8+4t9og3jlkeHi7FXBqGBy8ClvSN3YvfmRmD1vXlPks569P3tlfYqFhV26ljvR7AD4YOAKQOOWzEGxSBuuBUizH/hQFJOYmxbwUHJsxLmozgM86l3nXBzJb9hjd6003fgs53tM1u3dh99sbv2aYrfK0BxgHI/JOngvaCJP436xC8kkRc82fMVIiSbimimSc5QgdIfnIcZb6mcgxV0MOchsO5Hj+VhSV4YxOMIvkhWTDIz51X+86Srbx3Tvu5FU5Z9s9aXlxB3vPX675POlBFYjmwuwX0CMQXoZvhGB3AXjRtr313i/PAS54gsdomvj5n2DfVd4qIUq34vXAF3JjQmz5FYSQdURYZ/ba5WYWa0p4vse8zbUAmgFWTbwdxDJPTfneAyiFDfmy4GiV3MsLrPdPBsZkVj+B0B2poP8ToAQ0XrFAvVxwfeferc+ZEZrgcPe/9VNdl0Yt2OUiEztTfMbdqkxHWvEFtRoRkZDrIL/I2Ng4TQpvw9U/t3rrxp6pIyL9nltLW+G+ohWbApipF7kZF8hDuai0TnYJ2kREpKGcoa5yfRE6LP9Rzixb8fM+vwPnHj5/GbzhzLE+ljBupp1rzKsKdIfKLLi230cwXly8zJoJbb3WlHXsDV5ummAhGn7nPUNs4sAuezuvZWaUPDl854MsfqQ02qpalZePcZh7cxHGP1xdYtnivZz7FHyryjRTVy+SQkh1ckR1sjNobVqZTKw5PPWIy5sMy4mZrabufzD24V273pt3bngSydocFtrNdX5lxbLiQxXL6TBNcTeMI4aED7YEp1pz2fjGl+xTBnO1vIpKS1is6OA68vzD8LXufoxN3Vxu7n52OMjLQeKH5+qpR9qLuHfqWbk1vpXCkZKimpIO2Uhg1XoOhOyJLc1r8k2dnFdy3UQu2oX49X7cxtlgb57zf86TO1ndDDispLUhL66iIE654/k4E92CKRtclO4gb6N9BxMHs3RL+GLhAkNxw5mZ9QadMw3gvXHIxfVqDtjog+usPDDotrU49JCk/FpXWPkzt9vpCI3MytaunawKFIw7Kg0YvigvriC2gPFyWeuexVv21zBoOTUl5JYRe1Vmf2SHr6anjq342jPsXtLZde4u3fZX7wsP37K5W/QPL5fkb1JShYVSUvfu77NDJDxxMEA+8RYK+ZilULIO4DYetfMlbClY1Jqsyrd+SfkwGkvlAZzcjogajcU8jPPLkvhCAC0GyjEW4VlVhN+NiwUwyUCpu0joDfigD/sGV8YUFQVRPWGHJ67KRwH7wa4ezrZWW4zm5d8CLWTJsqqVANZPwL1jEugfYju+XrhX/sEKRGNJO0AUwW8H0ImBAurxQM9v3wBeGHcWApAUfYA+Xw3o5HSZxU5K4PwCpU2TOX5Xg8aCmx2ZMMewdA68VYWMiRlv16QnOlN1F3fWDl8WvI4p95nzcuzdEDckCBxcsAu/B/AIBTtN7gxACVIItI4cOCj8Db6Pd1ojHll7ZVl+vOfsgTkASlZbMULdV7CeX8YxPRI5wJffAVZH4z3Ca8nHA4wxRAqG5zzZegBEQ5f+LuxJbSdYMPMVEmUVMbOzNxzj1bhFMNGSzjsq8inCugPgFDml40wNhL44yyB0w+y1gKmY/HgjZpyCHRcjEcNfIcoCMzJ6TUyHJTuRAuzgnBYp5QM4GSEKZJh7IeF47+bQ8EVgbgmgc1cAF7mChBfGN4gT6YNJgD28oEYJBNBE5zNA+wHucn1Ero7M33/EXyNF2u1cDJdpxAwBFlk+7IIQRdOo16xSMQvgqDlAd/w3fnoYAJNTfyomD6QKrOnWOYJAzUDf/SS5NwVYMaZANskpZIm+DeOFJwBlLCg8hRSYTuoWQCEyu2/S7D2yFw8RDZSMyGCMOBuaCWymhJN/ANyZ2tDIRZ5SIKKZvqfYcdbsEtBBH4DoYPdmwbVpjeBdRgdWIZS40RlqMQDjCZmVoNaegGhOAU/ZEsAFtawDNnNcYsTVAs58w2cka+IV5cVaT+XpV7qEaCZCRb4+4dADYGAVIBoO2YwPNIJ3jx7RlnMYsALJz42cca0GMDQcGZwj1/Gh9kcRiGVH8lrACwlxBh2MQl+m1lN4BoLQ/K7yVp3NkKaq6LNf52vHJBDRsZmZjSdcRcN4AXnu8RpsBWaqkwaHPC3KRRweclQU11ZdaKSKLKaiDm8/GbPW6injuIrAYhkBt4gHKUzsXQDmcawfwbyEvVBKGEerG8CLTJ55h1DZco4CayFkiegbKHAMHjv3AyzCGUEk0hMT8ptytyXka+vYG2e2XFcATz7lwFqExEsjh21SwXcmYdNMcKA1ivcmMspbZiXedMidxlbgDORu9fkMLoNGyteAMp4A9DenMIdXg7JGxshzV05QfUDC4241pEP0WswGusOaVC8cLT5daRRvl3zCoyEFxuujuhGGUYKiqYsTFduIrQTJ/5AJtVYFcmzVvAPt8NQuT6Q+AqvqtQ8gVNKogWQiKT2nzWS7MxY1/alhvICCWJkkPKQBEwmNKclrcNezOWch4c1XoWZK7sK9ETzrbOBi9yG+OV4NbIguOqEvl8d2Fixzyp1lrybVrTG8l5BHi4cgDAj3CpJ9y6TBldlxzkL5Q6kjYYmEc4oJ55nlacSOfAI3GltlOPYycxvh9zHGB+RB7M4wb9MVAi/p0RbvR3hRhLU0o6RJtBC3Hxfd6eIb5NLNyJRqRFGt0DWvXrysDEplqN4DgDUr2FPe7Uh1IdzZcxY4CCNf0qNFrkEiRc2/glDgQrxCNp3XUk4ATEJ0jFlM+tsl3Wu9YHwJzu/qPg1/veOUypAHkFGz0G3JlmNrRQkZLQQsHywArwLh0UxphG2UEQpc4o1ClhONBy+6P+sANVoBj2zrh2TNwwiwf4CHdXu0UqgMlxNb8LuKKMKEeTUhFcKd4WjhJxRerDgHzTbKoEuRzyUVeDSSdDgLDnDoHbo/DQexBCrASfGY/h3qOyjW5Wca1Edcd4Ss8gWJFOsvcg+UOytG0WKyUHixR9tfjBSYASZ0agRzHmVwnBkIcZR88XPsqd9s76FH+gcQsLZBnUMJJDGi61HGx2K7Mwkm0HWEwgtzsBpgBTZVYYA4IdIPVITj9GDroXYToRPnEu1vAmwdJEtwN4QsWaMvQEPXXopkBw+2O0MG4bRaOLyvkUcTB+Rk9JEHdghmU0oTL3azYUyIVoUjW0k1I9s/APj4Zh3/QK9DejkG6HuCDHvIQL25F4/gtldjeI/oYee0gU54YNYctsGZduB1EOgJEgsANkaS7X+3lpNdUosA8XS8rqLUgO0elFUJPo12HlLubD/JfI4LiRfeYo+mh8ypfDc2PcrgziPjnpzBw9gXoxviCngk+manSVfKFibLmncfbeFcue5Dp7OnhUQi3T0kQ/BptPOV6840HEgdEwrvAOzRIhEtOI2apPd+yuCYRxG/sedh7PqIjfg7kpS7Btgxitz35N3H4yioohf6MqkMKmulmr73fWKxSEqZKXf2FkWL28LiLSM82nTSRTkQED/QSYPjRLgYirFjJ4t0YwSdyCs4unIA+PI99oZyB4Ymb8kQBcXbyKVtYiuziTWdcGdI8aI7CYv3CiLQvYur6UD3Y0MsvEQaHGc+En6CC+VkkZwtkIKG8hC0m4LdQa0hUYTG9iDzV9KpeJgycGw2Q3i7gbB4MclzmIsUmDGfDbEENdKtDmxCTD1BhVJSFJSvIAXlnWQfRhfGm0XiKRG5SAv287ozlBoVo1CxTXi8R5HFnMMpoCmTbTaxSHmRwYWxM0X8BFcaqaQownrl1CI80/BE+AY5GlAhBtEmr5Ja7kzDgF/9G8E7DXGFdpGJpP96oIFlOps0OCY7Cy7BtRsv8tVJqJXvm/InQLCAxr/wHJ8n5oz76I329dnpcngVx51tQqm8t/B44RQLLmh0IUXBnIKDTyZpcMBZxdAL6DdfkUqAnAELCYUz8xgvdWPOAsHDz6bxpvPo2+os5pALFsedDUJtDE3Ai9qI9bbwOemBiTFBepTBcSoCeYhfzCNtbjoZMJR4fJ2lwFoOVpEFB3joL/q2xQqkFycUj0Z6F7M+AI+bgteqAGjfSyxJD3wA60MkNrgrJLFlV4LmLyGFij0eTrUyuF5gguCnobPMeV0H+rZqBgSbBkIuJpbEjYtRiD/cFLxXnIB11LEV6YFJG8MGV45YLjuqI69jgD5VGkhGrSh+9qUv+GkFZGmNs6FvO4zJLpZMo4PHBOLGEiwIrWgKXhxjHLp2Ie2YSRAZbHBi6GdDXcaewFPKZXuAKSBEuW+gEsmUBhJ7xxlsd7YV5eJrm4T3GE601GSoqokZZXAGPAanTAWMIiJ9hlojN1i9uPGt/uX0sEXPYrN1s06kpxtIuLkL0CS8zxwwpWuDvDnKdPQjKYMbZ8I1OCzUA2S6F0mJiE1wPMkfS66mU7YGtb5BEclESbZejIRdyiLYVgyXTAuJF0px2QTp7P0+lM5ig/Ny5xqcGp2ULy7rhJDOge3hsYc6QOckSBTn6Ef+wpW1ZG5qS0PyNSfYuiTpWXrJg8ZGvoqrUHjRLRkSp8mqB5MoFyBg97tyDQ4z9jHrEd0i/WkYT0Ebr9bTg1GbNFBOLMaSeyK6pYk3mz0MpaQUiauZglL5BvG6IlNO2N+LW/XCXhZn3hyDK8CMncaQJ6Hc9+UPwIJXGEJG78mz2GIqHdxV2e2C3FkoEvZeR/xXvUuT1ofXOx194xKkwOUFRHJCvp2FN8JlAP0FEv88Uh9NfDgtTgRVwXMzsKbwrG4iz4D1ayiFcRwDtBfInWX54+rg8qbixeWPOxpIgU8jg9DCOqCHbovnJ7O9VwAw4pBhLCOVRyOHt2oDDD2Om6pd7mPxZXmT9cneLvDfA6yA6bjHIhs5itVNxotMi3V9NvkIJawDkZakwbHf8YjoEAtTXkVCHxOVuTZynfIRko3xyWVEdRos2BYjy8Brmm5AtuvaZLw/kdEPCqRzysxEkRobnCVlcGuAuC1Lg8iQmeihQ3iy34OCCxDcigr5TWEDO/vM9mcnj+gZDt5NxttpHcAXjx6kAp+gama8BveVChgIPl5J8hZRiiW5JrvHRNC2CigFIAlZLlmuRV+dRbCdXgkYfv0rHNe/vifKfhnl/UkFnoDTyhv8lPItFTB6kyr5kr/iW+8KZMPobAUg2DoSSK9IKv6wsDsjtES3GXjXoxtXs0gF9scdpAnmpMFRES4B5XdUHcSITOhoPDO+BS5XjwDSrBicch9m62+AGneCdshXMA20rG+UVsN4X+sgUWaSgFjEigLXaITBUTNBYTswbqJEpB+pLtmkKvPkzxBUx6mjc8ppvLV1HSYP1QxgYq/DYgJ9QTPwQmfkhWPMSQUmZJrFIgxuGeWn8KinqSysqXIUTbTnhhLsH4Jr39Ec+PwZZusaJEMjrgm9j2kgyoqi1jYH72WkC8eQ7QQEUDKlDI7F4vCYniw65rC4+WYAu4xAcgoaaVqNbG04r4XXItkOA2roRE9E0/FmIV3w/kEKxE2Rx+CqODzGfREDlBwJ4RwmdZCqB9DH8HW3CH5/NpJDZyY1RMDxAmELtDhYxWhoQecG8Koh65+RRXH22WyDQzlcDVmEmE0x9odEU+jyVXQYEbTadWqobYwZSqQrI9TrIQsYiJ1J6ykuw8PzmoMXh2R/ZUeSs+Ok0/EaYiznUTuT5pvPLvEQkfhZCD/h2c17p0R+7vuIk2xIU46R8ObIne2OFGUB3ap5eK9jx4A4ZcBM0oP7owiHB7Ity+Z2ygK7l6xtHz7CA0NpPPApLxBE0aYSDlsvQy4tgd11IYuzbmSkB3o0D284SjLwPCfpcioKU6UCFplIyFHyNSA8gUZXLuHJIAsQ/WrfEI99Gce7h+W7nV3Uj5mIVfpGA2SyEbw9kFC1kN0yECImxviWTnbFkwaHO7pVCgjPiUwv8SiX8IzlY+jczYAvBqK90OOkWySOjwjANlEoqFdeOLzYkpTwKPJndNKZJiBZvA4Feg3b4dEyfxDOAaUQzChubneM6vkU0FXGU0tFWhx6ms3WXUh3lq/o3/DIlAbxrkM4l3QEeOVNJ0m1Jx38Q4HBcays2aTnpJFdbmZ8vqqRzV8F4FMFO71bSBbZs2Yjc7vTXLzeSGZfUHi//4wB/THlSWKQBpfBxrQvn0i9savw5mtsVgPvu6FzIoSlPuEWkY9hEe6BLmcKtAOqzcULiFOON0QPR1RCqZzH4DgLFDFdiB5hIyrAZfARCEE5bijX1V0g+1nyeRz09sjnwNoPzcaLLJWlSonjFmVwAZzuSHGqZj2HcKiHSSvn6eEUsKoxbehBohxOidSccovskQPvHb9yepGbg3cwru4gocYXkIUYbHAmKDCoE33ZIzieFbtSXS7hoVaCt61bnmSZd+eNeVWUW8S+ogBZwdiHtqRPbybeUHStSgBJeYYjjI4oD/RH3388TiUc71DyDSYIz2cug8TDRfmrv/PYx/mJPGohOr7WDLnqsSiyWU9BuO2ajxdroX8MZq10MEOc3R8Fd33kaC9gRfXHnbJMUgvopFZSDBKpMyuTj0BE1S33oUBEr6JMIvIKMjd0K9MnfGPTmo4Xh2RJXOljkEZGVW3IXs9IpB1hO4COhHOOHDrIwyCv8hE0wTNnLDgLpM6m+gwtG2OhjeCNQvZ8cDepwCeQe/1OGR8pyPZIM5A7vkIwnbsFfIQHmz13xIaA8ir6Ph006KSjzrAl3BkEN2ZujeFVRY0/SYtU4ECkaZEIe1tkGWTJC2nzxHGcsObM6cd+RDELAWspXqX6N4gtOo5qrzlkre++RWPm1uj7khaRpUfcuGaYs19EehsELPIFsiLoi9xEHzhiCL7HOWOOEujcAkOtLR+olscq0INFsfUaMj6+uItM3O6X8HZAj95CJwIuEXwHUgbnyGbsKrhTFkOYzzUoNQYJvXbBBAUQl4lUwdIRiXIL5RSxR6YjzTtpUG+/kLB47SyQ8m0H1is6GSXYBveKLSwmIUdMeOw5WTzRAVZ3LCERQNjEAlcxTlN8GCtQBfILIiwBI5SbhhdzqoVIT0/NJD07v8FRDriGiGgv+Kr4VwWMl7PlSY/vkiGcZOsq5Ac6s6mhEL+Atwv3EVgJKIMjI1wRJd/WRLrUjo/w5AsqQPBzdyxfkq37kEqdaltr2Ggz8PanE36LowSuiAUGUREOj9RQoWPGbkRJz5G3aw2eNnBfpKr0vdStHbXIEWA81fhm4x2JK7n3EQemk6MTl5EdyaTBoTCRWUFHoR97MDxcjFpK6z75a0ID5Ul0hVZbyrd1pYjbMPQdkn8RL85clyO7P0Xx23xeg/uAHMcjBmU1PISnCmj13E0KqA5epLIGnyjfdpd0Z1j9L8Kv4v1AES3ELV8ioRbxGpwasD7n49pkAln+4Wosqx47v0CVBzFbl2ZSnLMV6c6QPBxG/DJeeTqnO4GFGi4S6UBbOtWpY00xdkcq9vOWzOqO2MAMchwP8L3c5oKZuHXoU59K/DLeNC1SwDpU3LRCBjeH6gaeS/mirvjxVvyEp6JOsOBdR96Rl62zyDkNDv+Na3SquBDvLxxO/kIhmH6Qa3BaipQzZRIKiOx8L79EZdnumMYNFtztFcXW4yndQHcKeeWzFn4D3tscHERnG25Bbap1MVHA8iUrBnqcgEF175BjAtTqyTbYSuOoiK6iF0xdIsxi3kLgTdYKZSO21SCDBGUkkMkg5buBQOjLGbXQ+ArMlNAPIrTMy9IFoXpxBRLwe/BCvJRWCJ3TaRGZSsollXK0FtewWBHCSr5BDw2kCdRAQ1ucwRowLz9epRHnHeWSA78LLzjFr79IAKY7KTpiu0qOo4ZwIxW8uJbikSwt3hRe8HB72hCq/+o2agvkWZQSENqOKS5Cr+su5PtYyzU6fyigA8PzcqAFnrs3izI4irGTXUbpZNJPbXVHRyMXwDpJKYIH4qVLASbHd16TEgrCb8K+T1g1q33iHHpIvEnFpQs87hSpwdab2N6wExlTm+nXqvGgVJ6mScrdsRDpD2qvRe2zmrZEndDvGwdVp/1fAxO14qWxoZsA8IVcIpPYUfsSH0FJG0br+BLdRJpeoHVdFZq2iTfp7DQn+NzZJoUBS7EKOoI/Eiut9AuZKUAOIsgbN/O47Hq2IYFb1tHhflzX2/HQ1E20qReMzIo6a0P4zcQi5kbEF1g4CTq1gUqCuQsxh9V7i2DRq8aamnO05aY1GW4T5cuOdNFIyMB+/c4xhLV7NC83IM+qPSHS8RvJntzj85r/1gTxZl01DcX9BcN0yWnCHM+F6+nL6y85FCF1pkvTnc78yksexJt95ZEjiAMxbJOJFNQDs6E7yKFOCGF/fgWJXfE9KG7BFPEH1qDX0gaml+fvgl/ZRODXtgV+kiLaPNPUZtuB2jG4gPj7jjUo3HagWINtQk0gbQj8+vZ/8R79aRgXFVQAAAAASUVORK5CYII=)